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Abstract—The ship trajectories collected by the Automatic
Identification System (AIS) are widely used in maritime applica-
tions. However, a significant issue with AIS data is that large AIS
gaps occur. Existing trajectory imputation methods for AIS data
have three main limitations: (1) the temporal aspect is ignored;
(2) the methods fall short when dealing with complex ship
movements; (3) the common-route assumption does not always
hold. To overcome these limitations, we propose TrajImpMC, a
tracking-based framework that uses polygon-based ship location
estimates from multiple cameras to impute large AIS gaps.
TrajImpMC combines speed constraints and Kalman filters, and
can return imputed trajectories that contain both spatial and
temporal information. Extensive experiments are conducted on
real datasets. In terms of the quality of the imputed trajectories,
TrajImpMC improves the RMSE errors by at least one order
of magnitude over two existing state-of-the-art AIS imputation
methods. In addition, a visual comparison shows that the imputed
trajectories of TrajImpMC align very well with the real ship
trajectories during AIS gaps. The code for this paper is available
at: https://github.com/songwu0001/TrajImpMC.

I. INTRODUCTION

In the maritime domain, the Automatic Identification Sys-
tem (AIS) has become the most popular technology for ship
tracking [1]. AIS allows ships to broadcast their location,
speed, and navigational information to nearby ships, terrestrial
stations, or satellites. In the past two decades, the extensive
deployment of AIS worldwide has led to the collection of huge
amounts of ship trajectory data. Such data plays a critical
and indispensable role in numerous applications, such as
constructing a maritime transport network [2], [3], estimating
CO2 emissions from ships [4], [5], and detecting fishing
activities [6], [7].

However, despite its immense application value, a signifi-
cant issue with AIS data is the large spatial and/or temporal
gaps that often occur [8], [9]. These gaps result in consecutive
AIS points that span a long spatial distance up to several
kilometers or have a long time interval up to hours or even
days. For example, Fig. 1 illustrates a trajectory in which a
5-hour gap exists. Large AIS gaps such as this pose challenges
to applications whose accuracy is based on high-quality AIS
trajectories [8], such as collision avoidance and trajectory
prediction.

To handle AIS gaps, many trajectory imputation methods
have been proposed to estimate the missing ship movement
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Fig. 1. A real trajectory that starts and ends at the Skagen harbor in Denmark.
The two red circles show where a 5-hour gap exists, and the whereabouts of
this ship during the gap period are thus unknown from AIS data.

during an AIS gap [8]–[15]. These methods handle AIS gaps
mainly from two perspectives: numerical analysis and histor-
ical data-driven [8]. Numerical analysis methods fill a gap
either by applying well-established mathematical formulas,
e.g., Lagrange interpolation [10] and cubic spline interpola-
tion [12], or by considering the ship’s kinematic information
such as speed and acceleration [11]. Although these methods
are efficient and easy to implement, they do not take into
account geographic context. Therefore, they are prone to return
unrealistic trajectories such as those that cross land [8]. In
contrast, data-driven methods fill AIS gaps by discovering
movement patterns from massive historical AIS data [8], [9],
[13]–[15], and their interpolated trajectories conform better
with reality.

Despite these advances, there are three main limitations for
existing trajectory imputation methods.

1) The temporal aspect is ignored. Most existing methods
focus only on the spatial path during an AIS gap, and inter-
polated trajectories thus lack time information. However,
time information plays a key role in certain applications
such as harbor surveillance [16]. Also, a ship may stop
during the gap period, particularity in certain areas. In such
cases, restoring time information is necessary to know if
a ship is moving or not at any given time during the gap.

https://github.com/songwu0001/TrajImpMC


Last but not least, existing methods are mostly suited for
imputing short-term gaps rather than large gaps like the
one in Fig. 1.

2) Existing methods fall short when dealing with complex ship
movements. Complex movements occur when a ship per-
forms frequent maneuvers and exhibits movement patterns
sufficiently different from the common ones. In such cases,
the real movement of the ship during the gap cannot be
accurately recovered by existing methods.

3) The common-route assumption does not always hold [14].
Unlike vehicle trajectories constrained by road networks,
ships can move freely in the open sea, resulting in numer-
ous ways to move between locations. This characteristic
may break the common-route assumption in some data-
driven methods, making it difficult or even impossible to
find the most representative route to fill AIS gaps.

To overcome these limitations, a promising method is to
perform data fusion with other sensors. The idea is that the
ship locations during an AIS gap can still be monitored by
other sensors. As far as we know, only few studies exist along
this line of research. For example, the method proposed in
[13] fills AIS gaps by detecting ship locations from Sentinel
satellite images [17], [18]. However, these satellites have a
revisit time of 2 to 3 days in high-coverage areas [13]. There-
fore, the sparsity of satellite imagery restricts the application
of this method in a large scale.

In this work, we explore the possibility of filling large
AIS gaps by using data from coastal cameras, which are also
widely used for monitoring ship traffic [19], [20]. Specifically,
the idea is that by processing video data from multiple
cameras, time-aware ship location estimates can be obtained
for ships appearing in camera views. Since there can be many
ships in camera views, the challenging task is how to identify
the location estimates belonging to the ship that exhibits a
large AIS gap. To this end, our contributions are as follows.
• We propose a framework named TrajImpMC (Trajectory

Imputation using Multiple Cameras). Using ship location
estimates from multiple cameras, TrajImpMC transforms
the trajectory imputation problem into a trajectory tracking
problem. Next, TrajImpMC employs ship speed constraints
and adapts Kalman filters to recover the most likely ship tra-
jectory during a large AIS gap, and this trajectory contains
both spatial and temporal information.

• Extensive experiments are conducted on real datasets to
compare TrajImpMC with two state-of-the-art trajectory
imputation methods for AIS data. Results show that Tra-
jImpMC improves the RMSE error by at least one order
of magnitude. Furthermore, visual analysis shows that the
imputed trajectories by TrajImpMC align very well with the
real ship trajectories during AIS gaps.

II. RELATED WORK

Existing trajectory imputation methods for AIS data fall into
three categories:
• Numerical analysis methods [10]–[12], [21]. These methods

perform trajectory imputation by applying well-established

mathematical formulas or by utilizing ship kinematic in-
formation. One common method in this category is the
widely used linear interpolation [21]. This method assumes
a constant speed during the gap and uses a straight line to
fill the gap. Other studies use more advanced mathematical
tools to fill the AIS gaps, such as Lagrange interpolation
[10] and cubic spline interpolation [12]. In contrast, the
study in [11] fills AIS gaps using kinematic information.
In [11], the variation of acceleration during the gap is
first modeled, then the variation of ship speed is derived
from the acceleration function. Finally, the ship locations
during the gap are derived from the speed function. The
advantage of numerical methods is that they are efficient
and easy to implement. However, since they do not take into
account environmental restrictions, these methods tend to
return unrealistic trajectories that may cross land [8]. Also,
these methods fall short when dealing with complex ship
movements.

• Data-driven methods [8], [9], [13]–[15]. Methods in this cat-
egory fill AIS gaps by discovering movement patterns from
massive historical AIS data. These methods use historical
data in different ways.
– Feature trajectory-based methods. The study in [14] pro-

poses an algorithm called AISClean which fills an AIS
gap by manipulating the most representative historical
trajectory that passes near the gap locations. AISClean
first retrieves a set of potential trajectories around the
gap. Next, the potential trajectory that has the smallest
Dynamic Time Warping (DTW) distance to the other
potential trajectories is selected as the feature trajectory.
Finally, an AIS gap is filled by translating the feature
trajectory to match the gap.

– Graph-based methods. These methods capture movement
patterns by building a transition graph from historical
AIS data [8], [13]. The nodes in this graph are either
raw AIS points [8] or equal-sized spatial cells [13].
In [8], the edges are created between AIS points that
satisfy both a neighborhood criterion and a direction
criterion. In contrast, edges in [13] are created between
neighboring cells and edge weights reflect the spatial
distance and transition probabilities between cells. To fill
a gap between a and b, both methods in [8] and [13] use
the transition graph and the A* algorithm to compute the
shortest path between a and b.

– Deep learning-based methods. Several studies have also
emerged that fill AIS gaps by using deep-learning tech-
nology, which has gained great success in recent years.
For example, the study in [15] employs the convolutional
network U-Net [22] for ship trajectory reconstruction,
and the study in [9] focuses on long-term ship trajectory
imputation and proposes a physics-guided probabilistic
diffusion model to fill AIS gaps.

• Methods based on data fusion. When AIS signal is lost,
it is likely that ship movement can be monitored by other
types of sensors, which play a complementary role to AIS.



Therefore, data fusion with other sensors can help determine
the missing ship movement during an AIS gap. However,
data fusion is a challenging task and only few studies
exist. For example, the study in [13] fills AIS gaps by
fusing with images captured by the Sentinel satellites [17],
[18]. First, ship targets in the satellite images are detected.
Then real-world locations of these targets are estimated.
Next, the identities of these targets are determined by
correlating targets with AIS data using the nearest-neighbor
principle. However, the sparsity of satellite data restricts the
application of this method at a large scale.

III. PROBLEM DEFINITION

Definition 1. (Trajectory). A trajectory T = {p1, · · · , pn} is
a sequence of timestamped AIS points ordered by time. Each
AIS point pi (1 ≤ i ≤ n) is a quadruple (t, loc, sog, cog),
where pi.t is the timestamp, pi.loc is the longitude and
latitude, pi.sog is the speed over ground, and pi.cog is the
course over ground of this point.

Definition 2. (Large AIS Gap). Given a trajectory T , a large
AIS gap is defined as any two consecutive AIS points gapstart

and gapend in T satisfying:

gapend.t− gapstart.t ≥ θt

where θt is a time threshold, and it can be adjusted based
on the real application requirements. Clearly, gapstart is the
last point before a gap and gapend is the first point after a gap.
Hereafter, gapstart.loc and gapend.loc are also referred to as
“gap locations”; gapend.t − gapstart.t is referred to as “gap
duration”; and the Euclidean distance between gapstart.loc
and gapend.loc is referred to as “gap distance”.

Problem Definition. Given a large AIS gap, trajectory
imputation aims to recover the missing ship movement during
this gap by adding points between gapstart and gapend.

IV. METHODOLOGY

To overcome the limitations in existing trajectory imputation
methods for AIS data, this work combines the ship location
estimation method proposed in [23] and Kalman filter-based
trajectory tracking [24].

Given multiple coastal cameras monitoring an area of inter-
est, the method in [23] estimates the locations of ships inside
the area by processing images captured by these cameras.
Since there is no one-to-one correspondence between discrete
pixel coordinates and continuous spatial (longitude/latitude)
coordinates, the algorithm in [23] returns a set of polygons
rather than points as the estimated ship locations, and these
polygons do not share their interiors. In this way, the actual
locations of most ships within the area are contained in these
polygons.

Based on the study in [23], this work transforms the tra-
jectory imputation problem into a trajectory tracking problem
during an AIS gap. The main idea is to use the polygon-based
ship location estimates from cameras as extra knowledge.
It can be inferred that a ship s must visit a sequence of
polygons during the gap if s stays inside the monitored region

all the time. The key points here are how to identify the
sequence of polygons visited by s and from this polygon
sequence how to construct a realistic trajectory that connects
gapstart and gapend. Fig. 2 illustrates the overall design of
our proposed solution, which is composed of four steps: (1)
Refinement of tracking space; (2) Kalman filter-based polygon
sequence selection; (3) Shortest-path computation over the
polygon sequence; and (4) Timestamp assignment. These steps
are detailed as follows.

Algorithm 1: RefineTrackingSpace
Input: gap: defines the imputation task

V : the maximum ship speed
∆t: the time step size

Output: polyrefi: the set of polygons after refinement
at timestamps determined by ∆t

1 polyrefi ← dict()
2 ts← {}
3 prev ← {gapstart.loc}
4 currT ← gapstart.t+∆t
5 while currT < gapend.t do
6 polys← ship location estimates at currT
7 polysMP ← multi-pixel polygons in polys
8 now ← {}
9 foreach p1 ∈ polysMP do

10 if ∃p2 ∈ prev : disteuc(p1, p2) ≤ V ∗∆t then
11 append p1 to now
12 polyrefi[currT ]← now
13 prev ← now
14 append currT to ts
15 currT ← currT +∆t
16 next← {gapend.loc}
17 nextT ← gapend.t
18 for t ∈ reverse(ts) do
19 polys← polyrefi[t]
20 polys′ ← {}
21 foreach p1 ∈ polys do
22 ∆t′ ← nextT − t
23 if ∃p2 ∈ next : disteuc(p1, p2) ≤ V ∗∆t′ then
24 append p1 to polys′

25 polyrefi[t]← polys′

26 next← polys′

27 nextT ← t
28 return polyrefi

A. Refinement of Tracking Space

Combining the polygon-based ship location estimates from
cameras over time gives the whole tracking space. However,
not all polygons are important for filling the AIS gap of a given
ship s. First, limited by its maximum movement capabilities,
s is unable to reach some polygons. Second, trajectory impu-
tation implies that s should finally reach gapend, thus further
limiting the polygons that s can visit over time. Therefore,
this refinement step keeps only polygons that meet these two
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Fig. 2. Workflow of the proposed solution. (a) Example of a multi-camera monitoring scenario and an AIS gap. The grey polygon depicts the area of
interest which is visible by both cameras. The ship is assumed to stay inside this polygon during the gap; (b) Refinement of tracking space. The possible
ship locations over time are constructed using speed constraints and location estimates (as polygons) from multiple cameras. Close-up is shown for three
randomly-chosen timestamps at which there are multiple choices for the ship location; (c) Kalman filter-based polygon sequence selection. Kalman filter
is used to select the most probable sequence of polygons visited by a ship during an AIS gap. Here, the obtained sequence is shown in blue and the red
linestring is the estimated ship trajectory by Kalman filter. Note that this linestring may not cross all of the blue polygons. (d) Shortest path computation
over the polygon sequence. To make the imputed trajectory smooth and realistic, the shortest path is computed that begins at the gap start, visits the sequence
of polygons in order, and finally reaches the gap end. (e) Timestamp assignment and comparison with the real ship trajectory. The Fréchet distance
between the real trajectory and the imputed trajectory is 48.8 m, showing that the imputed trajectory is very close to the real trajectory. (f) Distances between
the imputed trajectory points and the real trajectory points over time.

considerations. To achieve this, a speed-threshold method is
applied. Algorithm 1 lists the pseudo-code.

Note that in this work, we apply an enhanced version of the
algorithm proposed in [23] where the predicate of whether
a pixel set is contained in another pixel set is not checked.
Removing this check guarantees that the location of any ship
in the monitored area is contained in one of the returned
polygons.

Algorithm 1 consists of a forward pass and a backward pass.
The input parameter ∆t specifies the time granularity. The
forward pass (lines#3-15) uses the maximum speed constraint
to remove polygons that cannot be reached by a ship. Since
this work uses a multi-camera scenario, we assume that the
ship during an AIS gap is always visible to at least two
cameras (see the grey polygon in Fig. 2a). This assumption
is also motivated by the finding that using multiple cameras
can improve the accuracy of location estimation by an order of

magnitude than using only one camera [23]. Therefore, only
polygons created by multiple pixels are taken into account in
the forward pass (line#7). Note that in line#10, disteuc denotes
the Euclidean distance. Next, the backward pass (lines#16-27)
further removes polygons that do not lead a ship to gapend

in the end. Finally, polyrefi is returned. It contains all the
polygons that can be visited by a ship during an AIS gap.

B. Kalman filter-based Polygon Sequence Selection
In this step, the trajectory imputation problem is treated

as a single-target trajectory tracking problem, where polyrefi

gives all the tracking possibilities. Since there can be multiple
choices of polygons at a timestamp (see the close-up in
Fig. 2b), the next challenge is how to comply with movement
characteristics and identify the most likely polygon visited.
To this end, this step employs the Kalman filter tracking to
identify the most likely sequence of polygons visited by a
ship during its gap.



Kalman filter [25] is a renowned state estimation algorithm
for linear Gaussian systems. The algorithm is widely used for
noise calibration [26] and robust tracking [27], [28]. Generally,
the Kalman filter can optimally estimate the true states under-
lying a sequence of measurements. Measurements are usually
the reported locations by sensors, e.g., GPS locations, which
can be noisy and inaccurate. True states are the real locations
(and/or speed, heading) of a moving object.

The formulation of a Kalman filter requires a motion model
and a sensor model. The motion model specifies how the
true state transits from one to another, and the sensor model
specifies how a measurement is generated from the true
state. Based on this, the Kalman filter works by recursively
alternating between a prediction step and an update step. In
the prediction step, a Kalman filter uses the motion model to
predict the state at the current time step t based on the previous
state at t −∆t. In the update step, the predicted state at t is
updated based on a measurement, and this final updated state
is considered to be the most likely true state at t. For more
details on Kalman filter, we refer readers to [25], [29].

In this work, the polygon candidates at a timestamp cannot
be directly used as measurements for a Kalman filter, because
each polygon contains infinitely many locations that can be
used as measurements. To solve this issue, we resort to the
covariance matrix in a Kalman filter, which represents the level
of uncertainty around a predicted location [26]. Therefore, we
generate for each polygon the most probable measurement
w.r.t. the predicted location and the covariance matrix. Two
cases can be distinguished here. If the predicted location
is inside a polygon, the measurement is then the predicted
location itself. Otherwise, the point on the boundary of the
polygon that has the smallest Mahalanobis distance is selected
as the measurement. Fig. 3 illustrates an example of this
technique.

By generating measurements from candidate polygons at
each time step, a Kalman filter can now be created and
run to select the most likely sequence of polygons visited.
Algorithm 2 lists the pseudo code. A Kalman filter kf is
initialized using the information in gapstart (line#2). Then
in each iteration, kf selects the polygon as follows:
1) The speed threshold is used again (lines#5-6) to determine

eligible polygons and the results are stored in cand
′
.

2) Prediction is made for the current time step, and measure-
ments are created for polygons in candi

′
(lines#7-14).

3) The best measurement is chosen using the Mahalanobis
distance, and it is used to update kf (lines#15-16).

4) The polygon associated with the best measurement is
recorded (line#18).

Fig. 2c shows the selected sequence of polygons in blue and
the Kalman-filtered ship trajectory in red. One can observe
that some red trajectory points fall outside the blue polygons;
Therefore, this Kalman-filtered trajectory is not suitable to be
returned as the final imputed trajectory. It is hypothesized that
the imputed trajectory should pass all the selected polygons.
To comply with this and make the imputed trajectory more
smooth and realistic, in the next step we resort to compute

the updated 
location at 𝑡

the predicted 
location at 𝑡 + ∆𝑡

𝑙𝑜𝑛

𝑙at

Fig. 3. Measurement generation from polygons. The left solid dot shows
the updated ship location by a Kalman filter at time t, and the right solid dot
shows the predicted ship location at t+∆t. The concentric ellipses depict the
associated uncertainty covariance matrix with this predicted location, where
inner ellipses have a higher probability than outer ellipses. Suppose there are
three polygon candidates (in blue) at t + ∆t, then each polygon generates
its most probable measurement (shown as hollow dots) w.r.t. the predicted
location and the covariance matrix. In this example, the red hollow dot is the
measurement used to update the predicted location, and the rightmost polygon
will be considered to be the polygon visited by the ship at t+∆t.

the shortest path that visits a sequence of polygons in a given
order.

Algorithm 2: PolygonSelection
Input: gap: defines the imputation task

polyrefi: polygon candidates over time
V : the maximum ship speed
∆t: the time step size

Output: polys: the selected sequence of polygons
1 polys← dict()
2 kf ← InitializeKalmanFilter(gapstart)
3 prev ← gapstart.loc
4 for t ∈ polyrefi do
5 cand← polyrefi[t]
6 cand′ ← {e ∈ cand | disteuc(e, prev) ≤ V ∗∆t}
7 locp ← kf.pred(t)
8 measurements← {}
9 foreach poly ∈ cand′ do

10 if poly.contains(locp) then
11 locd ← locp

12 else
13 locd ← argmine∈∂poly dist

mah(e, locp)
14 append (locd, poly) to measurements
15 e← argmine∈measurements dist

mah(e.locd, locp)
16 kf.update(t, e.locd)
17 prev ← e.poly
18 polys[t]← e.poly
19 return polys

C. Shortest-Path Computation over the Polygon Sequence

The shortest path we compute is well-studied in the field
of computational geometry [30], [31] and referred to as
the Touring Polygons Problem. When polygons are convex
and disjoint, the shortest path can be efficiently computed



using a data structure called Last Step Shortest Path Map
(LSSPM) [30]. When the convex polygons can intersect, the
time complexity of the solution increases by a factor of k
compared to the non-intersecting case, where k is the number
of polygons in the sequence [30], [31].

Algorithm 3 lists the pseudo code of this step. Note that a
ship may take several time steps to pass a polygon; therefore,
in line#1 we first extract the sequence of different polygons
(polys′) using run-length encoding. In our scenario, the poly-
gons are convex, but they are not necessarily disjoint because
they may share part of their boundaries, see Fig. 2c. Therefore,
a negative buffer technique is applied in lines#2-11 to ensure
polygons are disjoint. This technique has two benefits: (1)
lower time complexity for building the LSSPM ; and (2)
the shortest path is guaranteed to pass through the interior of
the polygons rather than bounce occasionally at the polygon
boundary. Note that just a small negative buffer size is enough
for this technique; otherwise, the ‘shortest’ property of the
path may be compromised. Next, the LSSPM data structure
is built (line#12), and the shortest path can be computed by
issuing a query against LSSPM (line#13). For details on
LSSPM , we refer readers to [30]. Finally, the shortest path
is returned along with times which records the time period a
ship is within a polygon in polys′.

Algorithm 3: ShortestPathOverPolygons
Input: gap: defines the imputation task

polys: the selected sequence of polygons
bufneg: the negative buffer size

Output: path: the shortest path
times: the number of consecutive

occurrences of polygons in polys
1 polys′, times← RunLengthEncoding(polys)
2 polys′′ ← {}
3 foreach poly ∈ polys′ do
4 buf ′ ← bufneg

5 while true do
6 polyshrinked ← Buffer(poly, buf ′)
7 if polyshrinked is not empty then
8 append polyshrinked to polys′′

9 break
10 else
11 buf ′ ← buf ′/2
12 LSSPM ← BuildLSSPM(gapstart.loc, polys′′)
13 path← LSSPM.query(gapend.loc)
14 return path, times

D. Timestamp Assignment

This last step adds the time information to the imputed
trajectory points, and Algorithm 4 lists the pseudo code. On
one hand, the times given by Algorithm 3 records the number
of time steps that the ship uses to pass each polygon. On
the other hand, the theory in [30] states that a point in the
path given by Algorithm 3 is the very first point at which the

Algorithm 4: TimestampAssignment
Input: gap: defines the imputation task

path: the shortest path over polygons
times: the number of time steps for polygons
∆t: the time step size

Output: traj: the imputed spatio-temporal trajectory
1 traj ← {gapstart}
2 ts← gapstart.t
3 foreach idx, p ∈ enumerate(path) do
4 ts← ts+∆t
5 append [ts, p] to traj
6 if times[idx] > 1 then
7 if idx+ 1 < len(path) then
8 pnext ← path[idx+ 1]
9 else

10 pnext ← gapend.loc
11 k ← times[idx]− 1
12 pointsmiddle ← Lint(p, pnext, k)
13 foreach pmiddle ∈ pointsmiddle do
14 ts← ts+∆t
15 append [ts, pmiddle] to traj
16 append gapend to traj
17 return traj

shortest path enters the corresponding polygon. Therefore, if
the ship uses more than one time step to pass a polygon, say
k+1, then k additional evenly distributed points are generated
using linear interpolation (Lint in line#12) between the entry
point of this polygon and its successor on the path. In this
way, we can return a fine-grained spatio-temporal trajectory.

V. EXPERIMENTS

This section conducts experiments to compare different
algorithms for imputing large AIS gaps. Our algorithm Tra-
jImpMC is implemented in Python and is available on Github.1

The experiments were run on a Linux server equipped with
256 GB RAM and AMD Epyc Genoa CPU at 3.7GHz.

A. Datasets and Pre-processing

Datasets. In the experiments, the AIS data published by
the Danish Maritime Authority is used.2 This data is freely
available and used in many studies [5], [7], [9], [32], [33].
Specifically, the region of interest is selected to be around
Skagen, which is the north tip of Denmark. This region is
chosen because it is one of the busiest water channels in the
world, mixing traffic that transits between the North Sea and
the Baltic Sea or between Norway and Denmark. As a result,
ships in this region exhibit relatively complex movements,
making the trajectory imputation task more challenging.

In this work, two multi-camera settings are designed:
InsideSkagen and OutsideSkagen. The InsideSkagen setting

1https://github.com/songwu0001/TrajImpMC
2https://web.ais.dk/aisdata/

https://github.com/songwu0001/TrajImpMC
https://web.ais.dk/aisdata/


TABLE I. Configuration of the two multi-camera settings in the experiments. Note that cam.θH is the horizontal orientation of a camera.

name cam1.θH cam2.θH cam3.θH (cam1.lon, cam1.lat) (cam2.lon, cam2.lat) (cam3.lon, cam3.lat)
InsideSkagen 90◦ 160◦ - (10.460241, 57.662182) (10.622148, 57.751757) -
OutsideSkagen 0◦ 14◦ 34◦ (10.649634, 57.746461) (10.623467, 57.751201) (10.594881, 57.750756)

5 km

(a) InsideSkagen
5 km

(b) OutsideSkagen
Fig. 4. Two multi-camera settings are used in the experiments. The grey
polygon represents the area that can be monitored by at least two cameras.

monitors the shipping traffic in the anchorage area of the Sk-
agen harbor, whereas the OutsideSkagen setting monitors the
shipping traffic just outside Skagen. Fig. 4 depicts the settings,
in which the grey polygon represents the area that is visible by
at least two cameras. Table I shows the configuration of these
two multi-camera settings. The configuration is designed such
that an adequate coverage of the shipping traffic in the region
of interest can be achieved. The other parameters shared by
the two settings are fixed as follows: the vertical orientation of
a camera is set as -2◦; the camera height w.r.t. the sea surface
is set as 100 meters; the horizontal field of view of cameras
is set as 60◦; the vertical field of view of cameras is set as
35.98◦; the maximum monitoring range of cameras is set as
20 kilometers; and the video resolution captured by cameras
is set as 1,920 by 1,080 pixels. Most of these parameter values
are the same as in the previous study [23].

In the experiments, one-month AIS data for September
2024 is used as the training dataset to construct the baseline
methods introduced later. One-week of AIS data from October
1st to October 7th, 2024 is used as the test dataset to
simulate the ship location estimates from cameras, generate
trajectory imputation tasks, and compare results from different
imputation methods.

Pre-processing. The following pre-processing steps are
applied to the datasets:
1) Spatial filtering. AIS messages are discarded whose lo-

cation falls outside the area of interest. For the training
dataset, this area of interest is shown as the grey polygons
in Fig. 4. For the test dataset, this area of interest refers to
the union of the monitored regions by all cameras.

2) Type filtering. Only AIS messages of type ‘Class A’ or
‘Class B’ are kept. These are the two main types of AIS
data that contain ship location reports.

3) Duplicate removal. If multiple AIS messages have the
same timestamp and MMSI, then one of them is randomly
chosen and retained, and the other duplicates are removed.

4) Trajectory extraction. Each MMSI number in the AIS data
is treated as a different ship. For each ship, a new trajectory
is created whenever an AIS point has a time difference
larger than 10 minutes or its speed exceeds 50 knots per
hour w.r.t. its predecessor.

5) Short trajectory removal. Trajectories with a duration below
10 seconds are discarded because they are too short to be
useful for analysis.

Table II shows statistics for the two datasets after pre-
processing. An obvious difference between the two multi-
camera settings is that the InsideSkagen setting contains
fewer trajectories than the OutsideSkagen setting; however,
trajectories in the InsideSkagen setting have a much longer
duration than those in the OutsideSkagen setting.

TABLE II. Dataset characteristics after pre-processing

dataset setting # of points # of traj. avg. traj. duration

training InsideSkagen 2,167,404 2,788 5.79 hours
OutsideSkagen 1,101,775 4,839 0.59 hours

test InsideSkagen 406,131 919 4.13 hours
OutsideSkagen 448,484 1,179 0.96 hours

B. Trajectory Imputation Task Generation

In this work, we assume that during an AIS gap, a ship
always stays inside the area that can be monitored by at
least two cameras. Therefore, the imputation tasks in the
experiments are generated randomly from the sub-trajectories
that pass through the grey polygons in Fig. 4. From the pre-
processed trajectories, 581 sub-trajectories are obtained for the
InsideSkagen setting, and 1,062 sub-trajectories are obtained
for the OutsideSkagen setting.

For each setting, we create 6 groups of imputation tasks
that have a gap duration from 1 to 6 hours respectively. Each
group contains 200 tasks which are uniformly sampled from
valid gap candidates in the sub-trajectories. In this way, each
task represents a different AIS gap to be imputed.

For each sub-trajectory T sub, the valid gap candidates in
T sub are determined as follows. First, any trajectory window
in T sub with the desired duration (from 1 to 6 hours) is
considered a gap candidate.3 Second, for a gap candidate to
be valid, two requirements should be satisfied: the distance
between the gap start and the gap end is at least 500 meters,
and the sinuosity of the trajectory window is larger than a
threshold (1.1 is used in this work). These two requirements
make sure that the generated gaps are not as easy as straight
lines for which the simple linear interpolation is enough.
Furthermore, it is worth noting that imputation tasks longer

3The term ‘trajectory window’ also means a sub-trajectory from a larger
trajectory. It is used here to avoid confusion with the ‘sub-trajectories’ that
pass through the grey polygons in Fig. 4.
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Fig. 5. Distribution of gap imputation tasks based on spatial distance

than 6 hours are excluded because in data exploration we
observe that valid gap candidates longer than 6 hours are rare
in the OutsideSkagen setting.

Fig. 5 shows the distribution of the imputation tasks based
on the spatial distance of an AIS gap. Clearly, most of
the imputation tasks in the InsideSkagen setting have a gap
distance below 3 km, whereas imputation tasks in the Out-
sideSkagen setting have a more balanced distribution between
the three distance ranges. This difference results from the
large anchorage area of the Skagen harbor, which implies that
a ship tends to stop for a longer time in the InsideSkagen
setting than in the OutsideSkagen setting. On the other hand,
this difference also indicates the diversity of the generated
imputation tasks, and this diversity allows the evaluation of
trajectory imputation algorithms in various cases.

C. Baseline Methods and Evaluation Metrics

Baseline Methods. For comparison, we use two state-of-
the-art trajectory imputation methods for AIS data:
• DAISTIN [8]. DAISTIN imputes a gap by computing the

shortest path over a graph built from massive historical AIS
data. For the sake of scalability, DAISTIN uses a technique
called geometric sampling to select representative points for
graph construction. Since AIS points in the InsideSkagen
setting are more concentrated than in the OutsideSkagen
setting, we have sampled 10% of AIS points for graph
construction in the InsideSkagen setting and 30% of AIS
points for graph construction in the OutsideSkagen setting.

• AISClean [14]. AISClean also uses historical AIS data
for trajectory imputation. Specifically, AISClean imputes
a gap by translating and scaling the most representative
historical AIS trajectory that passes near the gap locations.
For our datasets, a threshold radius of 250 meters is used to
determine if an AIS trajectory passes near the gap locations,
and this threshold is half of the minimum spatial distance
used for imputation task generation in Section V-B.
Note that both DAISTIN and AISClean may fail when there

are no historical AIS data near the gap locations or the AIS
data nearby is sparse. When this happens, we use a simple
linear interpolation method as the fallback option for both
DAISTIN and AISClean.

For our proposed algorithm TrajImpMC, the maximum
speed of a ship is set as 50 knots, which is the same as in
the pre-processing steps and also used in previous studies [34],
[35]. The negative buffer size is set as -0.01 meter, and it works
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Fig. 6. RMSE for all methods

properly in the experiments. Furthermore, we compare three
variants of TrajImpMC for which the time step size ∆t is set
as 1 second, 2 seconds, and 5 seconds, respectively. Hereafter,
these variants are denoted as TrajImpMC, TrajImpMC2, and
TrajImpMC5.

Metrics. To evaluate the quality of the imputed trajectories,
we use two popular trajectory similarity measures: Fréchet
distance [36], and normalized DTW distance [37]. Fréchet dis-
tance focus on the largest deviation between two trajectories,
whereas the DTW distance measures the overall trajectory sim-
ilarity by computing the sum of distances between matching
points along a warping path. Since the original DTW distance
depends on the number of points in the input trajectories, in
this work, we compute the normalized DTW distance by using
the length of the optimal warping path.

For each imputation task, these two distance measures are
computed between the real trajectory during the gap and the
imputed trajectories. The Root Mean Squared Error (RMSE)
[8] is then reported for each distance measure and for each
group of imputation tasks.

TABLE III. Overall RMSE errors based on DTW and Fréchet distances

AISClean DAISTIN TrajImpMC TrajImpMC2 TrajImpMC5
DTW 1893.8 1625.2 4.3 4.5 11.6
Fréchet 4040.8 3249.0 32.9 47.5 114.2

D. Comparison of Trajectory Imputation Results

RMSE Analysis. Fig. 6 shows the RMSE errors for the
algorithms compared. Overall, RMSE errors of the three
variants of TrajImpMC are significantly lower than the two
baselines AISClean and DAISTIN. Table III shows the overall
RMSE errors under the two settings. Clearly, the TrajImpMC
framework reduces the RMSE error by at least one order of
magnitude. This substantial improvement shows the advantage
of using data from other sensors for imputing large AIS gaps.

To investigate the effect of the time step ∆t, Fig. 7 shows in
more detail the RMSE errors of the three variants TrajImpMC,
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TrajImpMC2, and TrajImpMC5. On one hand, TrajImpMC
and TrajImpMC2 perform better than TrajImpMC5 in all
cases. On the other hand, TrajImpMC has smaller RMSE
errors than TrajImpMC2 in Fig. 7b and Fig. 7c; however, they
are tied in Fig. 7a and Fig. 7d.

Furthermore, an interesting point to note is that a longer gap
duration does not necessarily lead to a larger RMSE error. For
example, when the gap duration varies from 1 to 6 hours, the
RMSE shows a downward trend in Fig. 7b and fluctuates in
Fig. 7d. This reveals that the complexity of filling AIS gaps
is probably more affected by the real traffic situation during
the gap period. For example, if the ship s underlying an AIS
gap has more other ships in its vicinity, it will then be more
challenging for the tracking-based TrajImpMC framework to
correctly identify the ship locations for s.

Visualization Analysis. To get a better understanding of
the imputed trajectories by different algorithms, Fig. 8 shows
representative examples. After a closer examination, the fol-
lowing insights can be made:

• The baselines AISClean and DAISTIN cannot deal with
complex ship movements. All the real trajectories in Fig. 8
exhibit complex movement patterns, and the imputed trajec-
tories by AISClean and DAISTIN deviate largely from the
actual ship movements. Such results highlight the difficulty
of imputing large AIS gaps in an open-sea scenario. Since
not constrained by a road network, there are numerous ways
for a ship to move between locations. Therefore, it is hard
and even impossible to find a historical trajectory (as done
in AISClean) that qualifies as the most representative route
between the gap locations. Similarly, computing the shortest
path (as done in DAISTIN) is also unlikely to recover the
missing ship trajectory during a large AIS gap.

• Most of the time, TrajImpMC, TrajImpMC2, and Tra-
jImpMC5 return similar results, and their imputed trajec-
tories align well with the real ship trajectory.

• Occasionally, TrajImpMC2 and TrajImpMC5 give rise to

noticeable deviations in the imputed trajectories. For ex-
ample, both TrajImpMC2 and TrajImpMC5 lose track of
the second half of the real ship trajectory in Fig. 8c, and
TrajImpMC5 loses track of the real ship trajectory from the
beginning in Fig. 8d. These cases mainly occur when the
tracking module in the TrajImpMC framework is misled by
the locations of other ships. However, it is worth noting that
such cases are rare in the overall experimental results, and
they are added in Fig. 8 for the sake of completeness.
Runtime Analysis. Fig. 9 shows the average runtime for

imputing AIS gaps by each algorithm. The baselines AISClean
and DAISTIN are much faster than the three variants of Tra-
jImpMC. This is because AISClean and DAISTIN only focus
on the spatial aspect and do not depend on the gap duration
at all. On the contrary, the TrajImpMC framework is based
on tracking, and its execution time increases linearly w.r.t.
the gap duration. Given the superior quality of the imputed
trajectories by the three TrajImpMC variants, we argue that
it is worthwhile for the TrajImpMC framework to exchange
execution time for the quality of imputed trajectories.

In addition, Fig. 9 shows that using larger values for the
time step ∆t can effectively reduce the execution time, because
larger ∆t values lead to fewer tracking steps in the TrajImpMC
framework. Combined with previous quality analysis, a time
step of 2 seconds seems a recommended value to balance
between execution time and the quality of imputed trajectories.

VI. CONCLUSION

To overcome the limitations of existing trajectory imputa-
tion methods for AIS data, we propose TrajImpMC, a tracking-
based framework for imputing large AIS gaps. Built on top of
time-aware and polygon-based ship location estimates from
multiple coastal cameras, TrajImpMC works in four steps.
First, TrajImpMC uses speed constraints to construct the track-
ing space, which contains all the possibilities for the missing
ship trajectory. Second, TrajImpMC employs a Kalman filter
to find the most likely sequence of polygons that a ship has
passed during its AIS gap. Third, the shortest path is computed
that visits in turn this sequence of polygons. Finally, time in-
formation is restored such that the imputed trajectory contains
both spatial and temporal information. Extensive experiments
are conducted on real datasets to compare TrajImpMC with
two state-of-the-art trajectory imputation methods for AIS
data. Results show that TrajImpMC reduces the RMSE error
by at least one order of magnitude. In addition, visual analysis
shows that the imputed trajectories by TrajImpMC are the
closest to the real ship trajectories during AIS gaps.

For future work, we will design techniques to further opti-
mize the execution time of TrajImpMC. Also, it is interesting
to investigate how TrajImpMC can be extended to deal with
the situation where a ship is only monitored by one camera
during its AIS gap.
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Fig. 8. Examples of trajectory imputation results. One example is chosen for each combination of multi-camera setting and gap duration. The imputed
trajectories by TrajImpMC, TrajImpMC2, and TrajImpMC5 may highly overlap with the real trajectory when they are very close to each other.
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